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ABSTRACT

Input-output based relations (IOR) testing is one of the support interactions in t-way
testing (t is referring to the interaction strength). T-way testing is useful to solve the
issue of exhaustive testing, which generates a large number of test cases and is
impractical to execute because of financial and schedule limitations. Several IOR test
suite generation strategies have been put forth in the literature. Although these
strategies can produce a sizable IOR test suite, very few of them use the metaheuristic
search technique which can produce smaller test suite sizes for uniform and variable
strength interactions. Because the T-way test suite generation problem is NP-hard, no
strategy can guarantee that it can produce the ideal test suite size for every possible
system configuration. Motivated by these challenges, this paper presents an IOR test
suite generation strategy based on a metaheuristic algorithm, Ant Colony Optimization
(ACO) called iTTSGA. The results of two benchmark experiments for IOR uniform and
non-uniform configurations were compared with those of other IOR strategies that
have been published. The performance of iTTSGA has been statistically analyzed using
the Friedman test and Wilcoxon Sum test. Results show that, except for |R|=10 and
the top ranking in the Friedman Test, iTTSGA outperforms other strategies in the
majority of uniform configurations. In addition, the iTTSGA performs exceptionally
well in non-uniform configuration for |R|=30 and 60 and ranks second in the Friedman
test. It demonstrates that iTTSGA can produce test suites with a smaller file size for
IOR t-way testing.

Keywords:
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1. Introduction

Software testing is a crucial activity in any software development project. Testing activities
receive more allocation of resources for software development [1]. It is important because this
activity can increase the client’s confidence in the software project and ensure compliance with the
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requirements. Testing activities involve generating test cases [2]. Test cases are created based on
scenarios, and combinations of inputs within the system under test (SUT). The number of test cases
will increase exponentially as the number of functionalities (or inputs) is added to the system and
eventually will lead to combinatorial explosion problem where there are too many test cases that
need to be executed [1, 2].

Testing methods have therefore been developed to deal with this problem. One testing method
that operates by interacting input parameters and their values at specific strengths is known as
combinatorial testing (also referred to as t-way testing) [3-5]. As a general rule of thumb, the t-way
test suite size is reduced when the interaction strength (i.e., the number of input parameters that
are interacted) is low. If the interaction strength value is similar to total input parameters, the t-way
test suite produced is identical to exhaustive testing.

Three different types of interaction support, including input-output-based relations (IOR),
uniform and variable strength, are offered by t-way testing. In the case of uniform strength
interaction, all input parameters are given the same strength, whereas in the case of variable
strength interaction, some input parameters are given different interaction strengths. Regarding
IOR, the relationships between the SUT's input and output are used to derive the interactions. For
detail explanation regarding different type of interactions, readers are suggested to refer to the
following papers [4, 6, 7].

Each type of interaction supports has its advantages. As far as test suite size is concern, IOR
produces the smallest size of all [8]. Nevertheless, IOR can be beneficial and more effective in
generating smaller test suite size if the software tester has information of interactions between
parameter inputs and outputs of the system to be tested. Unlike uniform and variable strength, IOR
will ignore other unrelated interactions.

Although many existing works have been carried out on uniform [4, 9-15] and variable strength
[14, 16-26] very few studies have explored IOR [27]. To date, only a few strategies have been
reported in the literature that support IOR [3] (e.g. Density [28] ParaOrder [29], ReqOrder [29],
Union [30], Greedy [31], TVG [32], ITTDG [33], AURA [34], DA-RO, DA-FO [35] and CTJ [36]).
Interestingly, only a few of the existing IOR based strategies utilize metaheuristic search technique
in generating the test suite such as CTJ whereas the others apply computational search technique
[37]. Although computational search technique able to generate good results, metaheuristic is able
to produce smaller size of t-way test suite for both uniform and variable strength [4, 13, 38, 39].
Besides that, metaheuristic requires only a few or no assumptions which make it adaptable and
flexible in many situations. It also has the capability of solving bigger search space [40].

Based on this motivation, this paper presents an IOR test suite generation strategy developed
by embedding Ant Colony Optimization (ACO) algorithm, iTTSGA. In addition, generating IOR test
suite is challenging problem, known as NP-Hard, meaning no single strategy can claimed to produce
the optimum test suite size for all system configurations) [15, 41, 42]. Therefore, research in this
area is always open for new contributions. The iTTSGA strategy benefits the IOR t-way testing field
with the adoption of metaheuristic ACO algorithm. Besides, this paper presents results of
experiments based on benchmarked experiments that can be used to see the performance of each
strategy.

To facilitate the discussion, the paper is organized into five sections. Elaboration on the related
works and research context are described in the second section. Subsequently, the proposed
strategy is discussed thoroughly in the third section. Meanwhile, the fourth section elaborates the
evaluation for our strategy. The final section concludes the discussion.
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2. Related Works
2.1 Background Research

A College Advisory System will be discussed as an example of IOR testing scenario. The system
advises student on which college programs they can apply based on their final examination marks
for the selected courses such as Economic, Mathematics, English Language and Information
Technology. There are 3 programs offered by the college which are Business Administration,
Technoprenuership and Computer Science Program. The system will suggest the students for:

i. Business Administration Program if students pass Economic and English Language courses.
ii. Technopreneurship Program if students pass Economic and Information Technology

courses.
iii. Computer Science Program if students pass Mathematics, English Language and

Information Technology courses.
Here, marks for all courses are between 0 and 100 inclusive and the passing marks are 50. By

using Equivalent Partitioning Technique [43] and ignoring the invalid partition, the input marks for
all courses can be grouped into two partitions either passed or failed partition. One value for each
partition is selected as the testing value. The value of 50 is for passed partition and 49 for failed
partition. The testing input value for each course (or input parameter) is presented in Table 1.

Table 1
College advisory system’s input value
Economic / Mathematics / English Language / Information Technology
Pass 50
Fail 49

To ease the discussion, a symbolic representation as shown in Table 2 will be used to represent
input values throughout this section where E, M, G and N represent Economic, Mathematics,
English Language and Information Technology respectively. Meanwhile, the lowercase letter and
number 1 represent pass, while fail is represented by 2. To exhaustively test all combinations, 16
test cases are required to be conducted as depicted in Table 3.

However, a closer look on the system requirements reveals three distinct outputs with following
input-output relationships:

i. Acceptance for Business Administration Programme, F(V), directly related to input for
Economics and English Language (i.e. E and G respectively)

ii. Acceptance for Technopreneurship Programme, F(W), directly related to input for
Economics and Information Technology (i.e. E and N respectively)

iii. Acceptance for Computer Science Programme, F(X), directly related to input for
Mathematics, English Language and Information Technology (i.e. M, G and N respectively)

Table 2
Input parameter values representation
E M G N
e1 m1 g1 n1
e2 m2 g2 n2
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Table 3
Exhaustive combination of the SUT

E M G N
e1 m1 g1 n1
e1 m1 g1 n2
e1 m1 g2 n1
e1 m1 g2 n2
e1 m2 g1 n1
e1 m2 g1 n2
e1 m2 g2 n1
e1 m2 g2 n2
e2 m1 g1 n1
e2 m1 g1 n2
e2 m1 g2 n1
e2 m1 g2 n2
e2 m2 g1 n1
e2 m2 g1 n2
e2 m2 g2 n1
e2 m2 g2 n2

The input-output relationships for College Advisory System can be graphically described by
Figure 1. From the system requirements with the three outputs mentioned above, the IOR testing
for College Advisory System is implemented. Final test cases are produced as in Figure 2. It also
shows the three outputs which are f(V), f(W) and f(X)) and the related input values. Symbol (*)
indicates a don’t care value where it is not needed to cover the output. The final test cases illustrate
that the number of test cases produced is smaller than that of exhaustive testing. The reduction is
due to IOR testing has removed any repeating test cases (i.e. e1m1g1n1, e2m1g1n2, e1m1g2n1,
e2m2g1n2 and e2m2g2n2). Finally, only 10 test cases need to be performed as compared to 16 test
cases produced by exhaustive testing.

Fig. 1. IOR t-way testing for college advisory
system

According to [33], IOR t-way test suite can be mathematically represented using covering array
(CA) notation, P, as in Eq. (1).

P = IOR (N, C, R,) (1)
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where N is size of final test suite, C is configuration value represented as V0
p0 , V1

p1 ,……., Vn
pn

indicating that there are p0 parameters with V0 values, p1 parameters with V1 values and so on and
R is the IOR involve in generating the test suite and |R| refers to the number of defined IOR
definition set. Therefore, the representation of test suite in Figure 3 using CA notation, P is as in Eq.
(2).

P = IOR 10, 24, E, G , M, G, N , E, N (2)

Fig. 2. IOR testing for college advisory system

2.2 Existing Strategies

There are two types of search technique that has been used widely by researchers, namely
computational and metaheuristic [44]. As discussed earlier, most of the existing strategies that
support IOR apply computational which involves greedy technique.

Schroeder introduced the Union strategy [30], which assigns unrelated IOR parameters a
random value at the "don't care" value. This strategy then combines redundant test cases. While it
can generate test suites quickly, the resulting size tends to be large. Two years later, the Greedy
strategy was proposed. It assigns a do not care value to any parameter values that are unaffected.
It selects test cases from the initial test suite that cover the largest number of remaining uncovered
interactions. Greedy yields a more optimized test suite size compared to the Union strategy.
However, it is worth mentioning that Greedy requires a longer time to generate the test suite [31].

ITTDG works by having a candidate test data list to determine final test data. The strategy
compares a parameter at a time with a value that can covers the most uncovered tuples and uses
test data weight to be in the final test suite [33].
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The AURA strategy [33] consists of Interaction Pair Generation, Test Suite Construction, and
Actual Data Mapping algorithms that work together to create the final test suite. Both symbolic
values and actual data output are supported by the strategy. It is possible to shorten the time
needed to load fault files and analyze parameters by mapping the actual data values. The strategy
also incorporates a post-processing method that enables software testers to change the settings in
accordance with their preferences, like the number of iterations.

DARO and DAFO are another example of strategies that support IOR. The strategies were
developed based on the Density strategy. Both strategies focus on determining the values of factors
classified on different criteria. The DA-RO strategy considers the highest coverage requirements to
fix the values of factors, while the DA-FO strategy determines the order of factors to fix their values
[35].

CTJ is using a different search technique than the other strategies discussed earlier. It embeds
Java algorithms and applies a metaheuristic search technique. The Jaya algorithm consists of only
two parameters to be controlled (i.e. population size and maximum iterations) and it only depends
on global search to search for the best results. Its main strength is to produce test suite size within
a short time [36].

Every strategy has its unique strengths in generating an optimal size of test suite. CTJ is the only
strategy that utilizes metaheuristic search technique. In contrast, Union, Greedy, ITTDG, AURA,
DARO dan DAFO strategies apply greedy search techniques. The utilization of search techniques
and algorithms can greatly assist in achieving the best possible results.

2.2 Ant Colony Optimization (ACO) Algorithm

ACO algorithm is inspired by a colony of ant searches for the shortest route from its nest in an
attempt to mimic the behavior of an ant colony looking for food. Each ant will lay down a
pheromone at each path it chooses, informing other ants in its colony that this path has been
chosen. In the end, the ants use the greatest quantity of pheromones deposited by their colony to
create the shortest routes from the nest to the food source. Details on ACO applied in the strategy
are described in Section 3.

3. Proposed Strategy

iTTSGA adopts a metaheuristic algorithm, ACO. It has solved a variety of optimization issues,
including those pertaining to software testing. Additionally, ACO has been applied in the t-way
testing field. The first strategy named as ACO strategy supports uniform strength [14] while Ant
Colony System strategy supports variable strength [20]. Nevertheless, iTTSGA is different than both
strategies whereby iTTSGA supports other types of t-way, namely IOR. iTTSGA implements Route
Selection Rule in order to exploit the same route or explore new route [20]. In our strategy, iTTSGA
will explore more new routes than exploit the same route to ensure all routes are covered at least
once. Besides that, iTTSGA also introduces a new IOR fitness function that will be explained later in
this section.

Figure 3 demonstrates the proposed strategy, iTTSGA strategy which consists of three
generators namely Tuples, Search Space and Test Case Generator. Relationship of input parameters
and outputs of the SUT are required to trigger the strategy to produce a test suite.

In the Tuples Generator component, the relationship of input parameters and its output are
interacted by using IOR t-way testing technique. Each output is called function output. It produces
interactions between values of related input parameters or known as tuples. All tuples produced
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are stored in the IOR Tuples List. Figure 4 presents a structure of IOR Tuples List. The structure
contains the interaction of related input parameter values based on function output (i.e. f(n)). The
symbol (*) means the input parameter does not have any interaction in the function output. The
component’s algorithm is illustrated in Figure 5. The algorithm requires function outputs and the
related input parameters. For each function output, the algorithm interacts with the related input
parameters and its values. This algorithm will produce IOR interactions for each function output,
namely IOR interaction set, S.

Fig. 3. Illustration of iTTSGA strategy framework Fig. 4. A structure of IOR tuple list

Fig. 5. Tuple generator algorithm

While the Tuple Generator is focused on determining the interaction among input parameters,
the Search Space Generator component concentrates on generating a path for the ants to travel.
This path is created based on the input parameters and the potential values associated with them.
Since this strategy applies ACO algorithm, this route corresponds to the ants’ route, from a nest to a
food source. Search Space Generator converts input parameters of SUT to nodes. Each value of
input parameter will be the edge of a node. Figure 6 displays the structure of Search Space
Generator. For example, input parameter A has two values. In the Search Space Generator, node A,
has two edges. This process continues for every input parameter of SUT. The last node is a food
node which only contains incoming edges.

FoodNode
A
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Fig. 6. Search space generator
The final component in our strategy is the Test Case Generator. This component constructs a

single best test. ACO algorithm is adopted in this component. Heuristic and pheromone values are
two important parameters to assist ants to make a decision. Heuristic is the early information
before ants start travelling to search for food. It refers to the uncovered tuples in the IOR Tuples
List. Whilst pheromone is a value deposited by the previous ants to tell the next ants that this edge
has been travelled by him. The next ants have a high tendency to choose edge with the highest
pheromone value. At the last node or known as Food node, the chosen edges for each node will
form a single test case. Figure 7 depicts the Test Case Generator’s structure.

Fig. 7. Test case generator

The algorithm for this component is depicted in Figure 8. The IOR interaction set, S is used as a
stopping criterion in generating Test Suite Algorithm. Once IOR interaction set, S is empty, the
algorithm finishes its task and final test suite is completed. This algorithm aims to generate the
most covered single test of IOR interaction test, S by using formulas or rules to calculate certain
criteria.

Fig. 8. Test suite generation algorithm
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At the initialization stage (i.e. line 5-6), pheromone, τi,j t is initialized to 0.5 (i.e. constant
value). In contrast, heuristic value, the information of uncovered tuples in the IOR Tuple List is
calculated using Eq. (3).
η(�,�) = Ei,max− Ei,j+ 1

Ei,max− Ei,min+ 1
(3)

where Ei,j is the number of test cases that contain edgei,j in the given test set, Ei,min is min1≤ j ≤valuei

{Ei,j} and Ei,max is max1≤ j ≤valuei {Ei,j}.

While travelling from one node to another, Route Selection Rule is being used as in line 9. Ant
either explores new edge or exploits similar edge as previous ant. A probability indicator, q0 (where
0 ≤ q ≤ 1), is utilized. A random variable, q, is generated uniformly within the range of [0,1] and
compared to q0. If q is less than or equal to q0, the exploitation of edge is happened by applying
the formula mentioned in Eq. (4).

argmax1≤h≤ li [τi,h t α( ηi,h t β
(4)

However, if q>q0, ant is exploring new edge using a Eq. (5).

pi,j t =
τi,j t α ηi,j

β

h=1
li [τi,h t α ηi,h

β
�

(5)

Ant will travel until it reaches the food node. Then, the ant deposits a pheromone at the chosen
edge as in line 17. Indirectly, the ant is updating any pheromone value deposited by the previous
ants. The formula for updating a pheromone is as in Eq. (6).

τi,j t + 1 =
1 − ρ τi,j t + ρ∆τi,j

bs if ei,j ∈ testbs

τi,j t otherwise
(6)

where ∆τi,j
bs is fitness function.

In addition of incorporating ACO algorithm, this research also focuses on metaheuristic search
technique for IOR t-way testing. Metaheuristic search technique can produce smaller test suite size
in many cases [17, 45]. It also has been applied to search-based software testing and produces good
result in a reasonable of time [46]. Metaheuristic works by producing a set of test cases. Rather
than making assumptions like greedy-based algorithm, metaheuristic uses fitness function to search
for the best coverage test case. Later on, a set of high-quality test cases can be found. For that
reason, this paper is introducing fitness function for IOR t-way testing. Fitness function of IOR t-way
testing is number of interactions that covered the current test but were not covered by the earlier
test. An Eq. (7) presents the IOR t-way testing for fitness function which is adopted from previous
researchers [47].

f(ti) = p=0
programOutput wp� (7)

where wp is the number of interactions covered by current test but not covered by the previous
test and programOutput is the function output of a SUT.



Journal of Advanced Research in Applied Sciences and Engineering Technology
Volume 63, Issue 1 (2026) 1-16

10

An illustration of how to calculate the fitness function is shown in Figure 9. There are three
function outputs in this scenario: f(V), f(W), and f(X). The IOR interaction that needs to be covered is
the interaction that IOR t-way testing on the basis of these function outputs produces. The fitness
function is used to identify which agent (ant) generates the best test, presuming there are two ants
acting as agents to generate their respective tests. To assess the caliber of the generated test, the
fitness function computes the IOR interaction derived from the function output. Then, by
comparing each IOR interaction to the IOR interaction table, the highest number of coverage
interactions is determined. The best test is chosen as the one with the highest fitness function.
Finally, the best test I placed into the final test suite.

Fig. 9. Fitness functions calculation example

4. Results
4.1 Evaluations with Benchmarking IOR Strategies

Evaluation of iTTSGA with current benchmarking IOR strategies has been performed. Two
different experiments were conducted based on parameters presented in Table 4. Some of the
parameters are based on the parameter tuning done by researchers [48].

Table 4. iTTSGA design parameters
Parameter Value
Number of ants 20
Pheromone control, α 1.0
Heuristic control, β 0.5
Pheromone evaporation rate, ρ 0.1
Initial pheromone, τ0 0.5
q0 0.5
Iteration 300
Stale period 5

The first experiment is to represent uniform configurations, IOR (N, 33, R) with 10 parameters.
Each parameter has three possible values. The second experiment consists of 10 non-uniform
configurations, IOR (N, 23 334351, R). The parameters contain 3 parameters of 2 values, 3
parameters of 3 values, 3 parameters of 4 values and a parameter of 5 values. For both
experiments, the relationship, R are as follows:
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i. R1 = [ {1,2,7,8}, {0,1,2,9}, {4,5,7,8}, {0,1,3,9}, {0,3,8}, {6,7,8}, {4,9}, {1,3,4}, {0,2,6,7}, {4,6}]
ii. R2 = [ {1,2,7,8}, {0,1,2,9}, {4,5,7,8}, {0,1,3,9}, {0,3,8}, {6,7,8}, {4,9}, {1,3,4}, {0,2,6,7}, {4,6},

{2,3,4,8}, {2,3,5}, {5,6}, {0,6,8}, {8,9}, {0,5}, {1,3,5,9}, {1,6,7,9}, {0,4}, {0,2,3}]
iii. R3 = [{1,2,7,8}, {0,1,2,9}, {4,5,7,8}, {0,1,3,9}, {0,3,8}, {6,7,8}, {4,9}, {1,3,4}, {0,2,6,7}, {4,6},

{2,3,4,8}, {2,3,5}, {5,6}, {0,6,8}, {8,9}, {0,5}, {1,3,5,9}, {1,6,7,9}, {0,4}, {0,2,3}, {1,3,6,9},
{2,4,7,8}, {0,2,6,9}, {0,1,7,8}, {0,3,7,9}, {3,4,7,8}, {1,5,7,9}, {1,3,6,8}, {1,2,5}, {3,4,5,7}]

iv. R4 = [{1,2,7,8}, {0,1,2,9}, {4,5,7,8}, {0,1,3,9}, {0,3,8}, {6,7,8}, {4,9}, {1,3,4}, {0,2,6,7}, {4,6},
{2,3,4,8}, {2,3,5}, {5,6}, {0,6,8}, {8,9}, {0,5}, {1,3,5,9}, {1,6,7,9}, {0,4}, {0,2,3}, {1,3,6,9},
{2,4,7,8}, {0,2,6,9}, {0,1,7,8}, {0,3,7,9}, {3,4,7,8}, {1,5,7,9}, {1,3,6,8}, {1,2,5}, {3,4,5,7},
{0,2,7,9}, {1,2,3}, {1,2,6}, {2,5,9}, {3,6,7},{1,2,4,7}, {2,5,8}, {0,1,6,7}, {3,5,8}, {0,1,2,8}]

v. R5 = [{1,2,7,8}, {0,1,2,9}, {4,5,7,8}, {0,1,3,9}, {0,3,8}, {6,7,8}, {4,9}, {1,3,4}, {0,2,6,7}, { 4,6},
{2,3,4,8}, {2,3,5}, {5,6}, {0,6,8}, {8,9}, {0,5}, {1,3,5,9}, {1,6,7,9}, {0,4}, {0,2,3}, {1,3,6,9},
{2,4,7,8}, {0,2,6,9}, {0,1,7,8}, {0,3,7,9}, {3,4,7,8}, {1,5,7,9}, {1,3,6,8}, {1,2,5}, {3,4,5,7},
{0,2,7,9}, {1,2,3}, {1,2,6}, {2,5,9}, {3,6,7}, {1,2,4,7}, {2,5,8}, {0,1,6,7}, {3,5,8}, {0,1,2,8},
{2,3,9}, {1,5,8}, {1,3,5,7}, {0,1,2,7}, {2,4,5,7}, {1,4,5}, {0,1,7,9}, {0,1,3,6}, {1,4,8}, {3,5,7,9}

vi. R6 = [{1,2,7,8}, {0,1,2,9}, {4,5,7,8}, {0,1,3,9}, {0,3,8}, {6,7,8}, {4,9}, {1,3,4}, {0,2,6,7}, {4,6},
{2,3,4,8}, {2,3,5},{ 5,6}, {0,6,8}, {8,9}, {0,5}, {1,3,5,9}, {1,6,7,9}, {0,4}, {0,2,3}, {1,3,6,9},
{2,4,7,8}, {0,2,6,9}, {0,1,7,8}, {0,3,7,9}, {3,4,7,8}, {1,5,7,9}, {1,3,6,8}, {1,2,5}, {3,4,5,7},
{0,2,7,9},{1,2,3}, {1,2,6}, {2,5,9}, {3,6,7}, {1,2,4,7}, {2,5,8}, {0,1,6,7}, {3,5,8}, {0,1,2,8},
{2,3,9}, {1,5,8}, {1,3,5,7}, {0,1,2,7}, {2,4,5,7}, {1,4,5},{0,1,7,9}, {0,1,3,6}, {1,4,8}, {3,5,7,9},
{0,6,7,9}, {2,6,7,9}, {2,6,8}, {2,3,6}, {1,3,7,9}, {2,3,7}, {0,2,7,8}, {0,1,6,9}, {1,3,7,8}, {0,1,3,7}].

For both experiments, R starts with the first 10 relationships. Then, it adds another 10
relationships and continues until all 60 relationships. As a result, 12 independent sub-experiments
have been conducted for both experiments.

Results obtained from the experiments is compared to benchmark experiments of IOR
strategies as in [27] and [36]. The comparison of our strategy to benchmarked strategies has been
widely used in the t-way research field to evaluate iTTSGA's performance in producing test suite
size.

Figures 10 and 11 demonstrate results from experiments for uniform configurations and non-
uniform configurations respectively. Coloured cell is the best test suite size produced by each |R|.
For example, ITTDG produced the best test suite size as compared to other strategies for |R|=10.
The best test suite size is referring to the smallest number of test suite, which means the strategy
produces a near optimum test suit size.

Fig. 10. Test suite size for IOR (N, 310, R)
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Fig. 11. Test suite size for IOR (N, 23 334351, R)
Figure 10 compares iTTSGA with other existing IOR strategies in the first experiment, focused on

uniform configurations. It is worth noting that most of these strategies employ computational
search techniques, except for the CTJ strategy. From the table, iTTSGA consistently achieves the
optimal test suite size compared to other algorithms for |R|=30 to |R|=60. It shares the same test
suite size with ITTDG for |R|=20. However, for |R|=10, ITTDG outperforms iTTSGA and produces
the best test suite size with only 81 test cases. The results indicate that strategies utilizing
metaheuristic search techniques outperform those based on computational methods, as reported
in the literature [3]. This finding further supports the advantage of employing metaheuristic
approaches in optimizing various tasks or problems.

In the second experiment, the performance of iTTSGA is not as strong as in the first experiment.
It achieves the best test suite size for |R|=30 and 60. While iTTSGA may not outperform other
strategies in all cases, it still delivers highly promising results. For |R|=10 to 20, Greedy produces
the smallest test suite size, whereas Density performs the best for |R|=40 to 60. Interestingly,
Density and iTTSGA produce the same number of test cases for |R|=60. Overall, these findings
demonstrate the capability of these strategies to generate near-optimal test suites. Producing an
optimum test suite size is NP-hard problem [41, 49]. Due to this reason, no strategies could perform
the best results for all configurations. In contrast to the results that are the closest best, iTTSGA
displays results that are very competitive.

4.2. Statistical Analysis

The performance of iTTSGA against other IOR based strategies (i.e. Density, TVG, ReqOrder,
ParaOrder, Union, Greedy, ITTDG and AURA) has been conducted using statistical analysis. The
significant value has been set to 0.05. The hypothesis null for this analysis is there is no significant
difference between iTTSGA and other strategies. This hypothesis is rejected if the significant value
is less than 0.05 where there are significant differences between iTTSGA and other strategies. The
non-parametric tests (i.e. Friedman and Wilcoxon Rank Test) are required to conduct the test due
to the result is not normally distributed. Friedman test is used to rank the strategies involved based
on mean rank. Next, Wilcoxon Rank Test is executed to analyse the significant differences of test
suite size produced by all strategies. The differences can be either iTTSGA produces larger or
smaller test suite size than other strategies. Based on Friedman Test Rank, it can be concluded
which is the differences (smaller or larger size) based on the rank.

The results obtained in Figures 10 and 11 have been used to conduct the statistical tests. Tables
5 and 6 present statistical analyses for Wilcoxon Rank and Friedman test respectively. In Table 5,
the Wilcoxon Rank test presents that there is no significant difference of test suite size produced
between iTTSGA and ITTDG strategy as well as GVS strategy. From this result, it is proven that
iTTSGA strategy is at the same level with both strategies. Whereas, there are significant differences
of test suite size with other strategies. Nevertheless, the Friedman test mean rank shows that
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iTTSGA is at the first rank, which means that, iTTSGA produces smaller test suite size as compared
to the other strategies. Meanwhile, Table 6 exhibits statistical analysis of the Wilcoxon Rank and
the Friedman test for IOR (N, 23 334351, R). Based on the Wilcoxon Rank test significant value, it
shows that there is no significant difference between iTTSGA strategy and ITTDG, Greedy and
Density strategy in producing number of test cases. On the other hand, the Friedman test mean
rank demonstrates that the iTTSGA strategy is the second best after Density.

Table 7
Statistical analysis for IOR (N, 310, R)
Strategy Wilcoxon rank test Friedman test

Pair Significant value Mean rank
iTTSGA 1.75
ReqOrder ReqOrder - iTTSGA 0.027 10.00
Union Union - iTTSGA 0.028 11.00
Greedy Greedy - iTTSGA 0.028 6.92
ITTDG ITTDG - iTTSGA 0.492 2.42
AURA AURA - iTTSGA 0.027 7.67
TVG TVG - iTTSGA 0.043 7.00
Density Density - iTTSGA 0.042 4.25
ParaOrder ParaOrder - iTTSGA 0.027 6.17
GVS GVS - iTTSGA 0.168 3.17
CTJ CTJ - iTTSGA 0.027 5.67

Table 8
Statistical analysis for IOR (N, 23 334351, R)
Strategy Wilcoxon rank test Friedman test

Pair Significant value Mean rank
iTTSGA 2.58
ReqOrder ReqOrder - iTTSGA 0.028 9.83
Union Union - iTTSGA 0.028 11.00
Greedy Greedy - iTTSGA 0.115 4.92
ITTDG ITTDG - iTTSGA 0.109 3.67
AURA AURA - iTTSGA 0.043 8.58
TVG TVG - iTTSGA 0.042 6.00
Density Density - iTTSGA 0.564 2.33
ParaOrder ParaOrder - iTTSGA 0.042 6.25
GVS GVS - iTTSGA 0.043 5.08
CTJ CTJ - iTTSGA 0.043 5.75
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5. Conclusions

The development of iTTSGA, a new metaheuristic t-way strategy that supports IOR t-way testing
is discussed in this paper. iTTSGA consists of three components, namely tuples generator, search
space generator and test case generator. the strategy has introduced IOR t-way fitness functions to
choose the best test cases. Benchmark experiments for uniform and non-uniform configurations (i.e.
IOR (N, 33, R) and IOR (N, 23 334351, R) respectively) has been executed and results have been
compared to other existing IOR strategies. The obtained results by iTTSGA were compared with
other existing IOR strategies. As far as test suite size is concerned, iTTSGA produced the optimum
test suite size for uniform configuration except for |R|=10. Based on statistical tests, iTTSGA
achieved the first mean rank in Friedman Test although the test suite size produced by iTTSGA has
no significant difference with ITTDG and GVS. Meanwhile, for non-uniform configurations, the
results are very competitive and iTTSGA is in the second mean rank in Friedman Tests and has no
significant difference with ITTDG, Greedy and Density strategy. The statistical tests have proven
that iTTSGA manage to compete other existing IOR t-way testing strategies. For the future works,
iTTSGA is planned to support other constraints in t-way testing. Besides that, the strategy is
planned to hybrid with other algorithm to produce better results
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